
The Semantics of the C Programming Language



2 0 INTRODUCTION

0.1 Evolving Algebras

An evolving algebra A is an abstract machine. Here we restrict attention to sequential evolving algebras.
The signature of A is a (�nite) collection of function names, each name having a �xed arity. A state of
A is a set, the superuniverse, together with interpretations of the function names in the signature. These
interpretations are called basic functions



0.2 Acknowledgements 3

are not dynamic are called static. To allow our algebras to interact conveniently with the outside world,
we also make use of external functions within our algebra. External functions are syntactically static (that
is, never changed by rules), but have their v



4 1 ALGEBRA ONE: HANDLING C STATEMENTS

2. Selection statements (if and switch).

3. Iteration statements (for, while, and do-while).

4. Jump statements (goto, continue, break, and return).

5. Labeled statements (case and default statements used within the scope of a switch statement, and
targets of goto statements).

6. Compound statements, consisting of a (possibly empty) list of local variable declarations and a (possibly



1.6 switch Statements 5

The branching decision made in the if statement is represented by an elemen
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1.8 do-while Statements 7

expression
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2.3 Macro: DoAssign



12 2 ALGEBRA TWO: EVALUATING EXPRESSIONS

2.4 Macro: ReportValue

When we process tasks corresponding to expression evaluation, we assign the value of an evaluated expression
to the appropriate storage function in the parent expression (e.g. LeftValue(Parent(CurTask))). We use the
ReportValue macro (de�ned in Fig. 13) to accomplish this.

ReportValue(value)



2.5 Macros: EvaluateOperands and Moveto 13
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Moveto(Task)

if Visited(Task) = neither then
CurTask := Task

elseif Visited(Task) = both then

CurTask := Task
elseif Visited(Task) = left then

CurTask := RightTask(Task)
Visited(Task) := both

elseif Visited(Task) = right then
CurTask := LeftTask(Task)
Visited(Task) := both

endif

Figure 16: Revised de�nition of the Moveto(Task) macro.

2.6 Comma Operators

A comma expression has the following form:

comma-expression ! expr1 , expr2

where expr1 and expr2 are expressions.
T



2.9 Logical AND expressions 15

NextTask
TrueTask

FalseTask

NextTask
expression

expression

NextTask
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2.10 Assignment Expressions 17

if TaskType(CurTask) = AND then

if OnlyValue(CurTask) = 0 then

ReportValue(0)
Moveto(FalseTask(CurTask))

elseif OnlyValue(CurTask) 6= 0 then

Moveto(TrueTask(CurTask))
ENDIF

Figure 22: Transition rule for AND tasks.

To evaluate a simple assignment expression, copy the value of expr2 into the memory location given by
expr1 , returning that value as the value of the parent expression.
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if TaskType(CurTask) = multiplicative-assignment then
EVALUATE OPERANDS WITH

DoAssign( LeftValue(CurTask),
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if TaskType(CurTask) = subtraction then

if PointerType(LeftTask(CurTask)) = true and
PointerType(RightTask(CurTask)) = true then

ReportValue((LeftValue(CurT
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corresponding elements of another universe. For example, Convert(oat,int,X) is the closest integer to X
(assuming X is a oating-point v
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2.18 Addresses

An addressing expression has the following form:

addr
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if TaskType(CurTask) = de-referencing then
if ValueMode(CurTask) = rvalue then

ReportValue(MemoryValue( OnlyValue(CurTask),
ValueType(CurTask)))

elseif ValueMode(CurTask) = lvalue then
ReportValue(OnlyValue(CurTask))

endif

Moveto(NextTask(CurTask))
endif

Figure 36: Transition rule for de-referencing tasks.

We assert that any array references present in the program being modeled in our algebra are represented
as an expression of equivalent form involving addition and de-referencing. Thus, we do not need to present
any additional rules to handle arra





2.24 Bit Fields 27

with bit-level signi�cance. Much about bit �elds behave is implementation-dependent: e.g. how bit �elds
are packed into adjacent bytes, whether or not unnamed \holes" will appear in structs betw
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3.2 Automatic V
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3.4 Initializers 31

3.4 Initializers

Initializers in C come in two forms: expressions (for v
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externally provided parameters).
(There are also function declarations in C, which are used to specify syntactic information. Since their

purpose is wholly syntactic in nature, we ignore them.)

4.1 Modeling The Stack

C functions may have several activ
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return-statement ! return ;

return-statement ! return expression ;

If an expression is present, copy the value of the expression to the task which invoked the current function
(as indicated by ReturnTask and StackPrev). Whether or not an expression ment4r7480.0001 0 TD
[(t,)-10999.9(return)-14000cion
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if TaskType(CurT
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