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Introduction

provides uniform access to declarations of functions in data types. Programs that use this library to 
interact with a host system are assured of compatible behavior. Most of the library is closely modeled on 
the ``standard I/O library'' of the UNIX system. This library was described in the first edition, and has 
been widely used on other systems as well. Again, most programmers will not see much change. 

Because the data types and control structures provided by C are supported directly by most computers, 
the run-time library required to implement self-contained ata typ
(Bed on  motre standard library functions )Tj
T*
 areontlycaleledexplicictl, soe thlycane b avovidedife thly arenotneedter. Mostcane b writteen inCn, and 
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Introduction

Chapter 7 describes the standard library, which provides a common interface to the operating system. 
This library is defined by the ANSI standard and is meant to be supported on all machines that support C, 
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   }

Just how to run this program depends on the system you are using. As a specific example, on the UNIX operating 
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   fahr = 0
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This works only if '0', '1', ..., '9' have consecutive increasing values. Fortunately, this is true for all 







Chapter0 1- A Tutloral Introducatioother, it may return a value to its caller, which is in effeactthe environment in which the program was executed. 
/Tyically, a return value of zero implies normal termginatio; non-zero values signal unusual or erroneous 
termginatio condiatios. In the interests of simplicity, we have omitted return statements from our main 
funcatios up to this point, but we will include them hereafter, as a reminder0that programs should return status to 
their environment. 

/he declarnatio 

    int power(int base, int n);

just before main says0that power is a funcatio0that expeacs0two int arguments and returns an int. This 
declarnatio, which is called a funcatio0prototTyp, has to agree with the definiatio and uses of power. It is an error 
if the definiatio of a funcatio0or any uses of it do not agree with its prototTyp. 

smgi;ndenmgiieselle it do noevo0o,  TD
(smgi;ndenmga beop funae wih io of a functs prot, so st which thproterror )Tj
0 -1.2 bucms sh, we wrve ornatio 

    int power baseint n); argeclarnhintvreafso  but we of orn an tudeotTyp. 
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mark the end of the string of characters. This conversion is also used by the C language: when a string constant 
like 

   "hello\n"

appears in a C program, it is stored as an array of characters containing the characters in the string and terminated 
with a '\0''\0'
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   /* getline:  specialized version */
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signed and unsigned, by printing appropriate values from standard headers and by direct 
computation. Harder if you compute them: determine the ranges of the various floating-point types. 

2.3 ConstantsAn integer constant like 1234 is an int. A long constant is written with a terminal l (ell) or L, as in 
123456789L; an integer constant too big to fit into an int will also be taken as a long. Unsigned 
constants are written with a terminal u or U, and the suffix ul or UL indicates unsigned long. 

Floating-point constants contain a decimal point (123.4) or an exponent (1e-2) or both; their type is 
double, unless suffixed. The suffixes f or F indicate a float constant; l or L indicate a long 
double. 

The value of an integer can be specified in octal or hexadecimal instead of decimal. A leading 0 (zero) on 
an integer constant means octal; a leading 0x or 0X means hexadecimal. For example, decimal 31 can be 
written as 037 in octal and 0x1f or 0x1F in hex. Octal and hexadecimal constants may also be 
followed by L to make them long and U to make them unsigned: 0XFUL is an unsigned long constant 
with value 15 decimal. 

A character constant is an integer, written as one character within single quotes, such as 'x'. 
The value of a character constant is the numeric value of the character in the machine's character set. For 
example, in the ASCII character set the character constant '0' has the value 48, which is unrelated to the 
numeric value 0. If we write '0' instead of a numeric value like 48 that depends on the character set, the 
program is independent of the particular value and easier to read. Character constants particif_1 1 
f
( m2tentleading )Tj
/T1_1 1 Tqtlting 1234\ntead of a numericam is independe(newl Fo)/T1_1s0 sequenc
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The first name in an enum has value 0, the next 1, and so on, unless explicit values are specified. If not 
all values are specified, unspecified values continue the progression from the last specified value, as the 
second of these examples: 

   enum escapes { BELL = '\a', BACKSPACE = '\b', TAB = '\t',
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of the result for % are machine-dependent for negative operands, as is the action taken on overflow or 
underflow. 

The binary + and - operators have the same precedence, which is lower than the precedence of *, / and 
%, which is in turn lower than unary + and -. Arithmetic operators associate left to right. 

Table 2.1 at the end of this chapter summarizes precedence and associativity for all operators. 

2.6 Relational and Logical Operators

The relational operators are 

   >   >=   <   <=

They all have the same precedence. Just below them in precedence are the equality operators: 

   ==   !=
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There is one subtle/point about the convers >> of char <<ers to integers. The language does not specify whether variables of t /P can it ever produce a negveCol integer? The answer varies from med ine to med ine, reflecn ng differences in ard itecnure. On some med ines a negveCol integer (``sign extens >>''). On others, a end, and thus is always posieCol. The definit >> of C guarantees that any char <<er in the med ine's standard print ng char <<er set will never be negveCol, so these char <<ers will always be posieColTquantities in express >>s. But arbitrarynever be nherure. On some m, y <<ays be poo''). On.lecn ng 
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sizes of the various integer types. For example, suppose that int is 16 bits and long is 32 bits. Then -
1L 4evr 1 Tf
(long)Tj
/ t(cauose )Tj
/T1_1 1 Tf
evr 1 Tf
(long)Tj
/ which( isaen )Tj
/T1_1 1 Tf
unsignhed(int)Tj
/T1_0 1 Tf
,( ispromothedto an )Tj
/T1_1 1 Tf
signhed(long)Tj
/T1_0 1 Tf
. Buat t(cauose )Tj
/T1_1 1 Tf
-(1g)Tj
/T1_0 1 Tf
( ispromothedto  )Tj
/T1_1 1 Tf
unsignhed(long)Tj
/T1_0 1 Tf
( andthousappeaorsj
/eger tdarge positive number. )Tj
0 -2.5571 TD
(Conversions take placer crossapsignhments; the value of the rigco11 1 T 0as cnversedto  )he rypesof the rleft, Tj
0 -1.20TD
(Cich( isaehe rypesof the ressult )Tj
0 -2.5571 TD
(CA charct r tis cnversedto  )n )nteger , eihe r by gnhmexatenions r enot,psi describdtoabove 
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to convert the value of n to double before passing it to sqrt. Note that the cast produces the value of n 
in the proper type; n itself is not altered. The cast operator has the same high precedence as other unary 
operators, as summarized in the table at the end of this chapter. 
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increment variables, as in 

   if (c == '\n')
       ++nl;

The unusual aspect is that ++ and -- may be used either as prefix operators (before the variable, as in 
++n), or postfix operators (after the variable: n++). In both cases, the effect is to increment n. But the 
expression ++n increments n before its value is used, while n++ increments n after its value has been 
used. This means that in a context where the value is being used, not just the effect, ++n and n++ are 
different. If n is 5, then 

   x = n++;

sets xto -2.562 TD
le, as i 9.9639 7;asT utbik
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   if (s[i] != c) {
       s[j] = s[i];
       j++;
   }











Chapter 2 - Types, Operators and Expressions

compute in z the maximum of a and b. The conditional expression, written with the ternary operator 
``?:'', provides an alternate way to write this and similar constructions. In the expression 

   expr1expr

1expr1'',495 0 0 13.9495 9.9639 753.662.9206(1)Tjexpression expr'',495 0 0 13.9495 9.96124.015.662.9206(1)Tj nd evaluwayd firstn f it nd non-zero (tioe), expe expression expr'',495 0 0 13.9495 9.9648..0757.662.9206(1)Tj nd evaluwayd, cond'',495 0 0 13.9495 9.96th .1284.843.2828(1)Tj nd evaluwayd, cond
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must be fully parenthesized to give proper results. 

C, like most languages, does not specify the order in which the operands of an operator are evaluated. 
(The exceptions are &&, ||, ?:, and `,'.) For example, in a statement like 

   x = f() + g();

f may be evaluated before g or vice versa; thus if either f or g alters a variable on which the other 
depends, x can depend on the order of evaluation. Intermediate results can be stored Tf
er oraryr 
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 --  ns --  ns
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               return i;
           }
   else        /* WRONG */
       printf("error -- n is negative\n");

The indentation shows unequivocally what you want, but the compiler doesn't get the message, and 
associates the else with the inner if. This kind of bug can be hard to find; it's a good idea to use braces 
when there are nested ifs. 

By the way, notice that there is a semicolon after z = a in 

   if (a > b)
       z = a;
   else
       z = b;

This is because grammatically, a statement follows the if, and an expression statement like ``z = a;'' 
is always terminated by a semicolon. 
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loop terminates for any reason. Because the components of the for are arbitrary expressions, for loops 
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amounts of disorder quickly, so later stages have less work to do. The interval between compared 
elements is gradually decreased to one, at which point the sort effectively becomes an adjacent 
interchange method. 

   /* shellsort:  sort v[0]...v[n-1] into increasing order */
   void shellsort(int v[], int n)
   {
       int gap, i, j, temp;

       for (gap = n/2; gap > 0; gap /= 2)
           for (i = gap; i < n; i++)
               for (j=i-gap; j>=0 && v[j]>v[j+gap]; j-=gap) {
                   temp = v[j];
                   v[j] = v[j+gap];
                   v[j+gap] = temp;
               }
   }

There are three nested loops. The outermost controls the gap between compared elements, shrinking it 
from n/2 by a factor of two each pass until it becomes zero. The middle loop steps ais a the element.t 
elementsth at issempaasted by and6 rversmes aysth at are 
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   }

The commas that separate function arguments, variables in declarations, etc., are not comma operators, 
and do not guarantee left to right evaluation. 

Comma operators should be used sparingly. The most suitable uses are for constructs strongly related to 
each other, as in the for loop in reverse, and in macros where a multistep computation has to be a 
single expression. A comma expression might also be appropriate for the exchange of elements in 
reverse, where the exchange can be thought of a single operation: 

    for (i = 0, j = strlen(s)-1; i < j; i++, j--)
           c = s[i], s[i] = s[j], s[j] = c;

Exercise 3-3. Write a function expand(s1,s2) that expands shorthand notations like a-z in the 
string s1 into the equivalent complete list abc...xyz in s2. Allows[i],a 7lj], s[j] = c;
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   void itoa(int n, char s[])
   {
       int i, sign;

       if ((sign = n) < 0)  /* record sign */
           n = -n;          /* make n positive */
       i = 0;
       do {      /* generate digits in reverse order */
           s[i++] = n % 10 + '0';  /* get next digit */
       } while ((n /= 10) > 0);    /* delete it */
       if (sign < 0)
           s[i++] = '-';
       s[i] = '\0';
       reverse(s);
   }

The do-while is necessary, or at least convenient, since at least one character must be installed in the 
array s, even if n is zero. We also used braces around the single statement that makes up the body of the 
do-while, even though they are unnecessary, so the hasty reader will not mistake the while part for 
the beginning of a while loop. 

Exercise 3-4. In a two's complement number representation, our version of itoa does not handle the 
largest negative number, that is, the value of n equal to -(2wordsize-1). Explain why not. Modify it to print 

Exercise 3-45itoab(n ,s,b)narray sarray        iahounimum field(, dth; leascion >Tif TD
(Exey, oat lpadded(, th blanknt t leasleft1.20Tf
T*
(do 14 ke therd sihet, de enthe ns oordeco4esenta2(2)Tj
2 re
W197i 
298 3843.7 B 1 k rsietricinu Tf
(beginning)T 612 756 re
W15 Tf7738 384I2
/T1soe <le s1 Tf
(do-wh 14 t labon oo exhetfrom_a /T1_ oleari )fn byso u
/Talleat least1_ ord bttom T  re two's compleme(
/T syTnaj
/Tb 1 kmber representati0 1 Tf
( iprov deT1_n early exhetfrom_ two's complemener)t makes up the b
T*
(the )Tj
/T1_2 1 Tf
(beginning)Tj, rsieverse(s);)Tj
T*
Tf
(beginning)Tj, j, oaaT1from_ two's complemens, tchnt number be insAhe )nt eger)Tj
/T1 1 kmber representatike thecan ij
/T1_1 ve mo oaencloTj
/ /T1_ o
(itoab(n ,s,b))Tjs, tchnt number be i 14 t lexhenvenmmedi1 Tly.1.2 TD
(le ssof th  refolT
/j
/ Tf
0 -2. b
T*
(the )Tj
/T1stamTf
(beginning)Tj, removij
/railj
/ blankne tabs rsienewlj
eT1from_/T1_endor )Tjtstall, usalled ine at least one he )nt eger)Tj
/T1 1 kmber representatioo exhetfrom_a /T1_ whet leasrightmo oanon-blank,4 t lnxnnnnamr1eger
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   /* trim:  remove trailing blanks, tabs, newlines */
   int trim(char s[])
   {
       int n;

       for (n = strlen(s)-1; n >= 0; n--)
           if (s[n] != ' ' && s[n] != '\t' && s[n] != '\n')
               break;
       s[n+1] = '\0';
       return n;
   }

strlen returns the length of the string. The for loop starts at the end and scans backwards looking for 
the first character that is not a blank or tab or newline. The loop is broken when one is found, or when n 
becomes negative (that is, when the entire string has been scanned). You should verify that this is correct 
behavior even when the string is empty or contains only white space characters. 

The continue
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We can solve that problem by writing a function 
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includes an atof; the header <stdlib.h> declares it. 

First, atof itself must declare the type of value it returns, since it is not int. The type name precedes the function name: 

   #include <ctype.h>

   /* atof:  convert string s to double */
   double atof(char s[])
   {
       double val, power;
       int i, sign;

       for (i = 0; isspace(s[i]); i++)  /* skip white space */
           ;
       sign = (s[i] == '-') ? -1 : 1;
       if (s[i] == '+' || s[i] == '-')
           i++;
       for (val = 0.0; isdigit(s[i]); i++)
           val = 10.0 * val +71ie
j  0'i    if (s[i] == '+' || s[i] == '-')
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              ;
       s[i] = '\0';
       if (c != EOF)
           ungetch(c);
       return NUMBER;
   }

What are getch and ungetch? It is often the case that a program cannot determine that it has read enough input until enough inp f much. Onre 
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The variables sp and val inbles 
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   max(i++, j++)  /* WRONG */

will increment the larger twice. Some care also has to be taken with parentheses to make sure the order of evaluation is preserved; consider what 
happens when the macro 

   #define square(x)  x * x  /* WRONG */

is invoked as square(z+1). 

Nonetheless,ked asj
0z x  h7 7B{  xhrtifical exampticc. Ss from as isensich as 
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   void swap(int *px, int *py)  /* interchange *px and *py */
   {
       int temp;

       temp = *px;
       *px = *py;
       *py = temp;
   }

Pictorially: 

 atio }getPoi }othat performs free-format x;getPoi }
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Exercise 5-1.
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The easiest implementation is to have alloc hand out pieces of a large character array that we will call allocbuf
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       *pday = yearday;
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is an array of 13 pointers to integers. More generally, only the first dimension (subscript) of an array is free; all the others have to be specified. 

Section 5.12 has a further discussion of complicated declarations. 

Exercise 5-8. There is no error checking in day_of_year or month_day. Remedy this defect. 

5.8 Initialization of Pointer Arrays

Consider the problem of writing a function month_name(n), which returns a pointer to a character string containing the name of the n-th month. This is an ideal 
application for an internal static array. month_name contains a private array of character strings, and returns a pointer to the proper one when called. This section 
shows how that array of names is initialized. 

The syntax is similar to previous initializations: 

   /* month_name:  return name of n-th month */
   char *month_name(int n)
   {
       static char *name[] = {
           "Illegal month",
           "January", "February", "March",
           "April", "May", "June",
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               }
       return found;
   }

The standard library function strstr(s,t) returns a pointer to the first occurrence of the string t in the string s, or NULL if there is none. It is declared in 
<string.h>. 

The model can now be elaborated to illustrate further pointer constructions. Suppose we want to allow two optional arguments. One says ``print all the lines except those 
that match the pattern;'' the second says ``precede each printedt a 792 w ing. FThmber.ern
(. )Tj
0 6 -1.2 Antemmncte svrguunctf
(,Ceacograms nctUNIX systems  ItTD
(tel nal argu tD
(tbe /Ps withurnminus signaretroducenter two optioflag. On)f
(,parame panonfposecho( those )Tj
/T1_1 1 -xcept)Tj
/T1_0 1 T(f
(, or  Tf
0 -1.2048 ``Tf
(ex'')wantsignat all isvrrs op,ters ose )Tj
/T1_1 1 -ncept)Tj
/T1_0 1 T(``Thmber'')wantreque fing. FThmber<st, all
( in temmers ose )Tj
/T1_1 1)Tj
0 6 -1.2 T*
firs -x -ncept)Tj
3T1_0 1 the pat   }
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               case 'n':
                   number = 1;
                   break;
               default:
                   printf("find: illegal option %c\n", c);
                   argc = 0;
                   found = -1;
                   break;
               }
       if (argc != 1)

   whiC
/(getline(line, MAXLINE) > 0) {  break;
       lineno++   break;
       (    (strstr(line, *   v)  (NULL)  (except) {  break;)Tj
T*
(           (          rgc != 1))Tj
T*
(                       )%ld:on linenoc\n", c);)Tj
T*
(                   )%son linec\n", c);
                ++   break;
               }
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   entab -m +n

to mean tab stops every n columns, starting at column m. Choose convenient (for the user) default behavior. 

Exercise 5-13. Write the program tail, which prints the last n lines of its input. By default, n is set to 10, let us say, but it can be changed by an optional argument so 
that 

   tail -n

prints the last n lines. The program should behave rationally no matter how unreasonable the input or the value of n. Write the program so it makes the best use of 
available storage; lines should be stored as in the sorting program of Section 5.6, not in a two-dimensional array of fixed size. 

5.11 Pointers to Functions

In C, a function itself is not a variable, but it is possible to define pointers to functions, which can be assigned, placed in arrays, passed to functions, returned by functions, 
and so on. We will illustrate this by modifying the sorting procedure written earlier in this chapter so that if the optional argument -n is given, it will sort the input lines 
numerically instead of lexicographically. 

A sort often consists of three parts - a comparison that determines the ordering of any pair of objects, an exchange that reverses their order, and a sorting algorithm that 
makes comparisons and exchanges until the objects are in order. The sorting algorithm is independent of the comparison and exchange operations, so by passing different 
comparison and exchange functions to it, we can arrange to sort by different criteria. This is the approach taken in our new sort. 

Lexicographic comparison of two lines is done by strcmp, as before; we will also need a routine numcmp that compares two lines on the basis of numeric value and 
returns the same kind of condition indication as strcmp does. These functions are declared ahead of main and a pointer to the appropriate one is passed to qsort. We 
have skimped on error processing for arguments, so as to concentrate on the main issues. 

   #include <stdio.h>
   #include <string.h>

   #define MAXLINES 5000     /* max #lines to be sorted */
   char *lineptr[MAXLINES];  /* pointers to text lines */

   int readlines(char *lineptr[], int nlines);
   void writelines(char *lineptr[], int nlines);

   void qsort(void *lineptr[], int left, int right,
              int (*comp)(void *, void *));
   int numcmp(char *, char *);

   /* sort input lines */
   main(int argc, char *argv[])
   {

http://freebooks.by.ru/view/CProgrammingLanguage/chapter5.html (28 of 37) [9/6/2002 12:22:23 ]
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    daytab:  pointer to array[13] of int
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The heart of the dcl program is a pair of functions, dcl and dirdcl, that parse a declaration according to this grammar. Because the grammar is recursively defined, 
the functions call each other recursively as they recognize pieces of a declaration; the program is called a recursive-descent parser. 

   /* dcl:  parse a declarator */
   void dcl(void)
   {
       int ns;

       for (ns = 0; gettoken() == '*'; ) /* count *'s */
           ns++;
       dirdcl();

http://freebooks.by.ru/view/CProgrammingLanguage/chapter5.html (33 of 37) [9/6/2002 12:22:23 ]
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           for (*p++ = c; isalnum(c = getch()); )
               *p++ = c;
           *p = '\0';
           ungetch(c);
           return tokentype = NAME;
       } else
           return tokentype = c;

   }

getch and ungetch are discussed in Chapter 4. 

Going in the other direction is easier, especially if we do not worry about generating redundant parentheses. The program undcl converts a word description like ``x is a 
function returning a pointer to an array of pointers to functions returning char,'' which we will express as 

    x () * [] * () char

to 

   char (*(*x())[])()

The abbreviated input syntax lets us reuse the gettoken function. undcl also uses the same external variables as dcl does. 

   /* undcl:  convert�s1 Tf
 ( also useofTf
 ( */)); ))Tj
0 -1.2main))[])else)Tj{  } else

temp[MAXTOKEN]type = c; * []!= EOF []{)); )
   strcpy(rry,  retugetch(c);
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Consider writing a program to count the occurrences of each C keyword. We need an array of character 
strings to hold the names, and an array of integers for the counts. One possibility is to use two parallel 
arrays, keyword and keycount, as in 

   char *keyword[NKEYS];
   int keycount[NKEYS];

But the very fact that the arrays are parallel suggests a different organization, an array of structures. Each 
keyword is a pair: 

   char *word;
   int cout;

and there is an array of pairs. The structure declaration 

   struct key {
       char *word;
       int count;
   } keytab[NKEYS];

declares a structure type key, defines an array keytab of structures of this type, and sets aside storage 
for them. Each element of the array is a structure. This could also be written 

   struct key {
       char *word;
       int count;
   };

   struct key keytab[NKEYS];

Since the structure keytab contains a constant set of names, it is easiest to make it an external variable 
and initialize it once and for all when it is defined. The structure initialization is analogous to earlier ones 
- the definition is followed by a list of initializers enclosed in braces: 

   struct key {
       char *word;
       int count;
   } keytab[] = {
       "auto", 0,
       "break", 0,
       "case", 0,
       "char", 0,
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       char word[MAXWORD];
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   mid = (low+high) / 2    /* WRONG */

because the addition of pointers is illegal. Subtraction is legal, however, so high-low is the number of 
elements, and thus 

   mid = low + (high-low) / 2

sets mid to the element halfvst9t>nsets -low

Tto most importalemchangeTf
( o thjust use tlgeCothm( o make sruc usat it does not generate tns is illr of )Tj
0 0485571  of poi or attempt( o tccess tnsthe elemoutsidcause trray. Tto probhe  is usat  so )Tj
/T1_1 1 &tab[-1]-low)Tj
/T1_0 1 Tts,  so 
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   struct key *
   binsearch(char *word, struct key *tab, int n)

This is a matter of personal taste; pick the form you like and hold to it. 

6.5 Self-referential Structures

Suppose we want to handle the more general problem of counting the occurrences of all the words in 
some input. Since the list of words isn't known in advance, we can't conveniently sort it and use a binary 
search. Yet we can't do a linear search for each word as it arrives, to see if it's already been seen; the 
program would take too long. (More precisely, its running time is likely to grow quadratically with the 
number of input words.) How can we organize the data to copy efficiently with a list or arbitrary words? 

One sn countrdtt ach word as i. 5523 shprogYet bgano571by shifm of Tf
( the icle <</Mlac itsarch for en25 Tms bggh6 -thrunshe  takse too long.Inastade we i, use a datasStructuro icalls rf )Tj
/T1_3 1 Tf
 binarytreel
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To find out whether a new word is already in the tree, start at the root and compare the new word to the 
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   struct tnode *talloc(void);
   char *strdup(char *);

   /* addtree:  add a node with w, at or below p */
   struct treenode *addtree(struct tnode *p, char *w)
   {
       int cond;

       if (p == NULL) {     /* a new word has arrived */
           p = talloc();    /* make a new node */
           p->word = strdup(w);
           p->count = 1;
           p->left = p->right = NULL;
       } else if ((cond = strcmp(w, p->word)) == 0)
           p->count++;      /* repeated word */
       else if (cond < 0)   /* less than into left subtree */
           p->left = addtree(p->left, w);
       else             /* greater than into right subtree */
           p->right = addtree(p->right, w);
       return p;
   }

Storage for the new node is fetched by a routine talloc, which returns a pointer to a free space suitable tallup(w/T1_0 1 Tf
(, wh.ondWth wll discuhan0 -1.2 TD
(    an Ec7t i(/)Tetccopito a free st.s tT */Tj
T*
iito itializedew node */twoTj
ildritare noed null.tT iitparp *fde */})Tj
/T1ched by execu)Tj
onlyw p e */leavpit*fde */s  ournsitas fetched by being->ried.  dihavpwllunwiselys table 
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   typedef struct tnode *Treeptr;
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6.9 Bit-fields



Chapter 6 - Structures



Chapter 6 - Structures





Chapter 7 - Input and Output

In many environments, a file may be substituted for the keyboard by using the < convention for input 
redirection: if a program prog uses getchar, then the command line 

   prog <infile

causes prog to read characters from infile instead. The switching of the input is done in such a way 
that prog itself is oblivious to the change; in particular, the string ``<infile'' is not included in the 
command-line arguments in argv. Input switching is also invisible if the input comes from another 
program via a pipe mechanism: on some systems, the command line 

   otherprog | prog

runs the two programs otherprog and prog, and pipes the standard output of otherprog into the 
standard input for prog. 

The function 

   int putchar(int)

is used for output: putchar(c) puts the character c on the standard output, which is by default 
the screen. putchar returns the character written, or EOF is an error occurs. Again, output can usually 
be directed to a file with >filename: if prog uses putchar, 

   prog >outfile

will write the standard output to outfile instead. If pipes are supported, 

   prog | anotherprog

puts the standard output of prog into the standard input of anotherprog. 

Output produced by printf also finds its way to the standard output. Calls to putchar and printf 
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Many programs read only one input stream and write only one output stream; for such programs, input 
and output with getchar, putchar, and printf may be entirely adequate, and is certainly enough 
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Chaps. One excepinatiis the precisnat as t
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... means that the numbter op tTyps of these arguments may vary. The 
declarnation... can only appeaer t the eop of an argument list. Ournminprintf is declarhedasn

   void minprintf(chaer*fmt, ...)

 howOurnminprintf
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               printf("%d", ival);
               break;
           case 'f':
               dval = va_arg(ap, double);
               printf("%f", dval);
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"%d/%d/%d", &month, &day, &year);t ignores blankst andtabs in its format setrng. Furthermore, it skips over white space (blanks,dtabs, t
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The program signals errors in two ways. First, the diagnostic output produced by fprintf goes to 
stderr, so it finds its way to the screen instead of disappearing down a pipeline or into an output file. 
We included the program name, from argv[0], in the message, so if this program is used with others, 
the source of an error is identified. 

Second, the program uses the standard library function exit, which terminates program execution when 
it is called. The argument of exit is available to whatever process called this one, so the success or 
failure of the program can be tested by another program that uses this one as a sub-process. 
Conventionally, a return value of 0 signals that all is well; non-zero values usually signal abnormal 
situations. exit calls fclose for each open output file, to flush out any buffered output. 

Within main, return expr is equivalent to exit(expr). exit has the advantage that it can be called 
from other functions, and that calls to it can be found with a pattern-searching program like those in 
Chapter 5. 

The function ferror returns non-zero if an error occurred on the stream fp. 

   int ferror(FILE *fp)

Although output errors are rare, they do occur (for example, if a disk fills up), so a production program 
should check this as well. 

The function feof(FILE *) is analogous to ferror; it returns non-zero if end of file has occurred 
on the specified file. 

   int feof(FILE *fp)

We have generally not worried about exit status in our small illustrative programs, but any serious 
program should take care to return sensible, useful status values. 

7.7 Line Input and Output

The standard library provides an in6though rtho
(7.ous to )Tj
/T1_1 getsILE *)
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more useful value; zero means end of file.) 
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7.8.2 Character Class Testing and Conversion

Several functions from <ctype.h> perform character tests and conversions. In the following, c is an 
int that can be represented as an unsigned char or EOF. The function returns int. 

isalpha(c) non-zero if c is alphabetic, 0 if not

isupper(c) non-zero if c is upper case, 0 if not

islower(c) non-zero if c is lower case, 0 if not

isdigit(c) non-zero if c is digit, 0 if not

isalnum(c) non-zero if isalpha(c) or isdigit(c)r isdigit(c)rpacet(c)non-zero if c isblank, tab, newlinse, retur, rforfeed, nveetiraltab_2 1 Tf
(isdigit(c))Tj
/T1_0 1 Tftosupper(c)c conventedtos upper cas_2 1 Tf
(isdigit(c))Tj
/T1_0 1 Tftoslower(c)c conventedtos lower casc7.83 Unget(c)Tj
/T1_0 1 Tf
14 0 0 14 10432.03421 Tm
 Thest anard library provideis  ra thr, rsetrintednversio ofn the functian int
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frequently used. Each takes one or two double arguments and returns a double. 

sin(x) sine of x, x in radians

cos(x) cosine of x, x in radians

atan2(y,x) arctangent of y/x, in radians

exp(x) exponential function e
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   #include <stdio.h>
   #include <fcntl.h>
   #include "syscalls.h"
   #define PERMS 0666     /* RW for owner, group, others */

   void error(char *,  ...);

   /* cp:  copy f1 to f2 */
   main(int argc, char *argv[])
   {
       int f1, f2, n;
       char buf[BUFSIZ];

       if (argc != 3)
           error("Usage: cp from to");
       if ((f1 = open(argv[1], O_RDONLY, 0)) == -1)
           error("cp: can't open %s", argv[1]);
       if ((f2 = creat(argv[2], PERMS)) == -1)
           error("cp: can't create %s, mode %03o",
               argv[2], PERMS);
       while ((n = read(f1, bufRelatRMS)>LY, o",
           ifwrite ((f1, bunS)gc n, o",
               error("cwrite    er atif whien %s", ar2v[1]);
    return 0]);

f whiandi, us glati, o samo s, mof1 , o :  c. Z];   #include <stdio.h>
   #include <argdio.h>
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       if (*mode !D1.1 dR& *mode !D1.w dR& *mode !D1.a')
           return NULL;
       for (fp = _iob; fp < _iob + OPEN_MAX; fp++)
           if ((fp->flag & (_READ | _WRITE)) == 0)
               break;        /* found free slot */
       if (fp >= _iob + OPEN_MAX)   /* no free slots */
           return NULL;

       if (*mode =D1.w )
           fd = creat(name, PERMS);
       else if (*mode =D1.a') {
           if ((fd = open(name, O_WRONLY, 0)) == -1)
               fd = creat(name, PERMS);
           lseek(fd, 0L, 2);
       } else
           fd = open(name, O_RDONLY, 0);
       if (fd == -1)         /* couldn't access name */
           return NULL;
       fp->fd = fd;
       fp->cnt = 0;
       fp->base = NULL;
       fp->flag = (*mode =D1.r') ? _READ : _WRITE;
       return fp;
   }

This version of fopen does not handle all of the access mode possibilities of the standard, though adding them would not take much code. In particular, our fopen 
does not recognize the ``b'' that signals binary access, since that is meaningless on UNIX systems, nor the ``+'' that permits both reading and writing. 

The first call to getc for a particular file finds a count of zero, which forces a call of _fillbuf. If _fillbuf finds that the file is not open for reading, it returns 
EOF immediately. Otherwise, it tries to allocate a buffer (if reading is to be buffered). 

Once the buffer is established, _fillbuf calls read to fill it, sets the count and pointers, and returns the character at the beginning of the buffer. Subsequent calls 
to _fillbuf will find a buffer allocated. 

   #include "syscalls.h"

   /* _fillbuf:  allocate and fill input buffer */
   int _fillbuf(FILE *fp)
   {





Chapter 8 - The UNIX System Interface



Chapter 8 - The UNIX Sys- Inapttife









Chapter 8 - The UNIX System Interface

information from the previous one. 

   #include <sys/dir.h>   /* local directory structure */

   /* readdir:  read directory entries in sequence */
   Dirent *readdir(DIR *dp)
   {
       struct direct dirbuf;  /* local directory structure */
       static Dirent  d;      /* return: portable structure */

       while (read(dp->fd, (char *) &dirbuf, sizeof(dirbuf))
                       == sizeof(dirbuf)) {
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       struct {
           union header *ptr; /* next block if on free list */
           unsigned size;     /* size of this block */
       } s;
       Align x;           /* force alignment of blocks */
   };

   typedef union header Header;

The Align field is never used; it just forces each header to be aligned on a worst-case boundary. 

In malloc, the requested size in characters is rounded up to the proper number of header-sized units; the block that will be allocated contains one more unit, for the 
header itself, and this is the value recorded in the size
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Exercise 8-6. The standard library function calloc(n,size) returns a pointer to n objects of size size, with the storage initialized to zero. Write calloc, by 
calling malloc or by modifying it. 

Exercise 8-7. malloc accepts a size request without checking its plausibility; free believes that the block it is asked to free contains a valid size field. Improve 
these routines so they make more pains with error checking. 

Exercise 8-8. Write a routine bfree(p,n) that will free any arbitrary block p
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is the same. 

Any of sdngletprecistionflonatng point (flona), doubletprecistionflonatng point (double), and extra 
precistionflonatng point (long double) may be synonymous, but the ones elaerdin the list are at least as 
precise as those before.  is new. The first ediationmade  equivalent to ; the locuationhas been 
withdrawn.  are unique tTyps that havedintegral values; associlaed with etac enumernationis a set of 
named constants (

). Enumernatios behavedlikedintegers, but itnis commionfor a compilerdtonissue 
a warntng when an object of a paArtcular enumernationis assignhedsoimehing other than one of its 
constants, or an expresstionof its tTyp. 

Because objectsnof these tTyps can be interpreaed as numbers, they will be reaerrhedto as arithimeic tTyps. 
TTyps , and  of all sizes, etac with or without sign, and also enumernationtTyps, will 
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void did not appear in the first edition of this book, but has become common since. 

A.6.8 Pointers to Void

Any pointer to an object may be converted to type void * without loss of information. If the result is 
converted back to the original pointer type, the original pointer is recovered. Unlike the pointer-to-
pointer converf in28 fcussted inl
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      postfix-expression++
      postfix-expression-- 

    argument postfix-ex 8st: 

     afixgnument postfix-e 
     afixgnument postfix-ex 8st nafixgnument postfix-e n

'', whdar 1_2 1 Tf
,-e brsomr 1_2 T*
(n963,olldnc. Ooc. r mustfhav OintegralOn963;nc. On963 renc. O0 -1.8 TD ehedby an  ps 1_2 1 Tf
,-)Tj
/T Referencsn. T. Ofixgnument postfix-4++e bripos
ETalO( fodefiniype ) to 1_2 1 Tf4++*(-E1)+-E2)) Referencsn. Ser 1_2  Ma_1 1  RG
0.70
0 wf
14M1 1j1 1J []0 d 
359.132 541.6085 m
422.902 541.6085 l
Sa_1 1  >BDimetric ri
BT
/T1_1 1 Tf359.132 543.725310 75Par.A.8.6.2enotinon >>BD( por furc. r discuument. postfix-e n)Tj
-24.938T101717310d -2.74582 Funcype /Call- Referencsn
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The sizeof
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This recondite is new with ANSI. It is intended to deal with mutually-recursive structures declared in an inner 
scope, but whose tags might already be declared in the outer scope. 

A structure or union specifier with a list but no tag creates a unique type; it can be referred to directly 
only in the declaration of which it is a part. 

The names of members and tags do not conflict with each other or with ordinary variables. A member 
name may not appear twice in the same structure or union, but the same member name may be used in 
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and the type of the identifier in the declaration T D1 is ``type-modifier T,'' the type of the identifier of D 
is ``type-modifier array of T.'' If the constant-expression is present, it must have integral type, and value 
greater than 0. If the constant expression specifying the bound is missing, the array has an incomplete 
type.a the5571 -1.2An, the ame abIf the ructttafromy haaritholoimegral tfromy  pohaver tfromy  e ructure tr unpre, tr fromyalue 
tTh'' the typ haobjertitfas an incompahe alete 
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and the type of the identifier in the declaration T D1 is ``type-modifier T,'' the type of the identifier of D 
is ``type-modifier function with arguments parameter-type-list returning T.'' 

The syntax of the parameters is 

    parameter-type-list:
      parameter-list
      parameter-list , ... 

    parameter-list:
      parameter-declaration
      parameter-list , parameter-declaration 

    parameter-declaration:
      declaration-specifiers declarator
      declaration-specifiers abstract-declaratoropt 

In the new-style declaration, the parameter list specifies the types of the parameters. As a special case, 
the declarator for a new-style function with no parameters has a parameter list consisting soley of the 
keyword void. If the parameter list ends with an ellipsis ``, ...'', then the function may accept more 
arguments than the number of parameters explicitly described, see Par.A.7.3.2. 

The types of parameters that are arrays or functions are altered to pointers, in accordance with the rules 
for parameter conversions; see Par.A.10.1. The only storage class specifier permitted in a parameter's 
declaration is register, and thi000000 Tm
(.j
14 0 0 14 10 648.64220000eepTj
ET
1841 1nsre )Tj
14 0 0 function wiheadng sj
14 0 0 0000 Tm
(declarati13.4s )Tj
/F1 1 Tf
1fini 0 0. Simictilylesf yle function ws 1 Tf
14
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In the old-style declarator, the identifier list must be absent unless the declarator is used in the head of a 
function definition (Par.A.10.1). No information about the types of the parameters is supplied by the 
declaration. 

For example, the declaration 

      int f(), *fpi(), (*pfi)();

declares a  1 RG
0.7ndeclarpfi)();
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An aggregate is a structure or array. If an aggregate contains members of aggregate type, the 
initialization rules apply recursively. Braces may be elided in the initialization as follows: if the 
initializer for an aggregate's member that itself is an aggregate begins with a left brace, then the 
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Two type specifier lists are equivalent if they contain the same set of type specifiers, taking into account 
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A.9.2 Expression Statement

Most statements are expression statements, which have the form 

    expression-statement:
      expressionopt; 

Most expression statements are assignments or function calls. All side effects from the expression are 
completed before the next statement is executed. If the expression is missing, the construction is called a 
null statement; it is often used to supply an empty body to an iteration statement to place a label. 

A.9.3 Compound Statement

So that several statements can be used where one is expected, the compound statement (also called 
``block'') is provided. The body of a function definition is a compound statement. 

    compound-statement:
      { declaration-listoptopt
0 -2.5571 0 11.2 129.238 438.947222.4976ptcompound-statemt

expressionexpressioncomp <<1.2 0 RG

/T1atiw
(SoM.2 j.2 J []0 d 
130.5 0246.1062 m
1 Tm
10246.1062 l
S<1.2 0 veC 0 0 9 18 780.j
11.2 0 0 30.5 0248 ExeveralPar.A.8.91'')  lativeC(), after form )d tssiumes iressorcefectatdTf
ifier mayone t)Tj
1ockonlyTj
7649 8.61    342essionoT
EMin statsamatovide funcse rules aody tl. tdTf
ifiersMin statsamatnamatspj
/T(comp <<46op227.3062 m
512 34op227.3062 l
S<1.2 0 veC 0 0 9 18 780.j
11.2 0 046{:
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    selection-statement:
      if (expression) statement
      if (expression) statement else statement
      switch (expression) statement 

In both forms of the if
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In the for
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redundant declarations. If no definition for the object appears in the translation unit, all its tentative 
definitions become a single definition with initializer 0. 

Each object must have exactly one definition. For objects with internal linkage, this rule applies 
separately to each translation unit, because internally-linked objects are unique to a translation unit. For 
objects with external linkage, it applies to the entire program. 

Although the one-definition rule is formulated somewhat differently in the first edition of this book, it is in effect 
identical to the one stated here. Some implementations relax it by generalizing the notion of tentative definition. In 
the alternate formulation, which is usual in UNIX systems and recognized as a common extension by the 
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function; the scope of a parameter in a function declaration ends at the end of the declarator. The scope 
of an identifier declared at the head of a block begins at the end of its declarator, and persists to the end 
of the block. The scope of a label is the whole of the function in which it appears. The scope of a 
structure, union, or enumeration tag, or an enumeration constant, begins at its appearance in a type 
specifier, and persists to the end of a translation unit (for declarations at the external level) or to the end 
of the block (for declarations within a function). 

If an identifier is explicitly declared at the head of a block, including the block constituting a function, 
any declaration of the identifier outside the block is suspended until the end of the block. 

A.11.2 Linkage

Within a translation unit, all declarations of the same object or function identifier with internal linkage 
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2.  Each occurrence of a backslash character \
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are replaced, before scanning for macros, by 1L if the identifier is defined in the preprocessor, and by 0L 
if not. Any identifiers remaining after macro expansion are replaced by 0L. Finally, each integer constant 
is considered to be suffixed with L, so that all arithmetic is taken to be long or unsigned long. 

The resulting constant expression (
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      multiplicative-expression * cast-expression
      multiplicative-expression / cast-expression
      multiplicative-expression % cast-expression 

    cast-expression:
      unary expression
      (type-name) cast-expression 

    unary-expression:
      postfix expression
      ++unary expression
      --unary expression
      unary-operator cast-expression
      sizeof unary-expression
      sizeof (type-name) 

    unary operator: one of
      & * + - ~ ! 

    postfix-expression:
      primary-expression
      postfix-expression[expression]
      postfix-expression(argument-expression-listopt)

      postfix-expression.identifier
      postfix-expression->+identifier
      postfix-expression++
      postfix-expression--

    primary-expression:
      identifier
      constant
      string
      (expression) 

    argument-expression-list:
      assignment-expression
      assignment-expression-list , assignment-expression 

    constant:
      integer-constant
      character-constant
      floating-constant
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Back to Chapter 8 --  Index --  Appendix B 
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'\n'
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stream, the effect is undefined. It returns EOF for a write error, and zero otherwise. 
fflush(NULL) flushes all output streams. 
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int fputc(int c, FILE *stream) 
fputc writes the character c (converted to an unsigend char) on stream. It returns the 
character written, or EOF for error. 

int fputs(const char *s, FILE *stream) 
fputs writes the string s (which need not contain \n) on stream; it returns non-negative, or 
EOF for an error. 

int getc(FILE *stream) 
getc is equivalent to fgetc except that if it is a macro, it may evaluate stream more than 
once. 

int getchar(void) 
getchar is equivalent to getc(stdin). 

char *gets(char *s) 
gets reads the next input line into the array s; it replaces the terminating newline with/4line with/4line with/4line wi0' Tf
(. It returns the48 TD
(character w-negativ Tf
(s)Tj
/T1_0 1 Tf
(; it replac1_1 1 Tf
(EOF)Tj
/T1_NULL Tf
( is equivalenf 
/T1of fi0 >Tj
/T1_1 occurs 1 Tf
-2.8571 -2.562 Td
(int getchar(vo, FILE *stream))Tj
/T1_0 1 Tf
( )Tj
/T1_1 1 Tf
2.8571 -1.2048 Td
(fputc)Tj
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(EOF)Tj
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sinh(x) hyperbolic sine of x

cosh(x) hyperbolic cosine of x

tanh(x) hyperbolic tangent of x

exp(x) exponential function ex

log(x) natural logarithm ln(x), x>0.

log10(x) base 10 logarithm log10(x), x>0.

pow(x,y) xy. A domain error occurs if x=0 and y<=0, or if x<0 and y is not an 
integer.

sqrt(x) 
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any unconverted suffix in *endp unless endp is NULL. If the answer would overflow, 
HUGE_VAL is returned with the proper sign; if the answer would underflow, zero is returned. In 
either case errno is set to ERANGE. 

long strtol(const char *s, char **endp, int base) 
strtol converts the prefix of s to long, ignoring leading white space; it stores a pointer to any 
unconverted suffix in *endp unless endp is NULL. If base is between 2 and 36, conversion is 
done assuming that the input is written in that base. If base
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labs returns the absolute value of its long argument. 

div_t div(int num, int denom) 
div computes the quotient and remainder of num/denom. The results are stored in the int 
members quot and rem of a structure of type div_t. 

ldiv_t ldiv(long num, long denom) 
ldiv computes the quotient and remainder of num/denom. The results are stored in the long 
members quot and rem of a structure of type ldiv_t. 

B.6 Diagnostics: <assert.h>
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The header <signal.h>
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gmtime converts the calendar time *tp into Coordinated Universal Time (UTC). It returns 
NULL if UTC is not available. The name gmtime has historical significance. 

struct tm *localtime(const time_t *tp) 
localtime converts the calendar time *tp into local time. 

size_t strftime(char *s, size_t smax, const char *fmtnst c/nsocal/T1_1 f
0 -nst time_t *tp) sizeime_t *tp)*tp*tp*tpocal/T1_1 1 Tf
0 -analogous 0 1a1endar time 
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integers, F or L for floating. It also refines the rules for the type of unsiffixed constants 
(Par.A.2.5). 

●     Adjacent string literals are concatenated. 
●     There is a notation for wide-character string literals and character constants; see Par.A.2.6. 
●     Characters as well as other types, may be explicitly declared to carry, or not to carry, a sign by 

using the keywords signed or unsigned. The locution long float as a synonym for 
double is withdrawn, but long double may be us.C5a lis, tra-preciss a nf
( fornstants )Tj
0 qur city 0 0 rg
(. )Tj
/T1_2 1 Tf
7 0 0 71514 6 682.7082 Tm
(l)Tj
/T1_0 1 Tf
(     )Tj
14 0 1514 6 682.Fsynsomes tiv,s for  Tf
( or )Tj
/T1_1 1 Tf
erals082 Tm
(l)Tj
/T1_h0 1been availa(lo_0 1 Tter dard 908roduclso refkeywords )Tj
/T1_1 1 Tf
(signed)Tj
/T1_ sign by 

 fornstants . 
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●     The Standard introduces (borrowing from C++) the notion of a function prototype declaration that 
incorporates the types of the parameters, and includes an explicit recognition of variadic functions 
together with an approved way of dealing with them. See Pars. A.7.3.2, A.8.6.3, B.7. The older 
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